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# Chapter 7: Case Study: Comparing Twitter Archives

One type of text that gets plenty of attention is text shared online via Twitter. In fact, several of the sentiment lexicons used in this book (and commonly used in general) were designed for use with and validated on tweets. Both of the authors of this book are on Twitter and are fairly regular users of it, so in this case study, let’s compare the entire Twitter archives of Julia and David.

## 7.1 Getting the data and distribution of tweets

An individual can download their own Twitter archive by following directions available on Twitter’s website. <https://help.twitter.com/ja/managing-your-account/how-to-download-your-twitter-archive>

We each downloaded ours and will now open them up. Let’s use the lubridate package to convert the string timestamps to date-time objects and initially take a look at our tweeting patterns overall (Figure 7.1).

julia and dave tweet data: <https://github.com/kojimizu/tidy-text-mining/tree/master/data>

# package load  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following object is masked from 'package:base':  
##   
## date

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 3.5.1

library(dplyr)

## Warning: package 'dplyr' was built under R version 3.5.1

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:lubridate':  
##   
## intersect, setdiff, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(readr)  
  
tweets\_julia <- read\_csv("C:/Users/kojikm.mizumura/Desktop/Data Science/Text Mining with R/II. Case Study/Data/tweets\_julia.csv")

## Parsed with column specification:  
## cols(  
## tweet\_id = col\_double(),  
## in\_reply\_to\_status\_id = col\_double(),  
## in\_reply\_to\_user\_id = col\_double(),  
## timestamp = col\_character(),  
## source = col\_character(),  
## text = col\_character(),  
## retweeted\_status\_id = col\_double(),  
## retweeted\_status\_user\_id = col\_double(),  
## retweeted\_status\_timestamp = col\_character(),  
## expanded\_urls = col\_character()  
## )

tweets\_dave <- read\_csv("C:/Users/kojikm.mizumura/Desktop/Data Science/Text Mining with R/II. Case Study/Data/tweets\_dave.csv")

## Parsed with column specification:  
## cols(  
## tweet\_id = col\_double(),  
## in\_reply\_to\_status\_id = col\_double(),  
## in\_reply\_to\_user\_id = col\_double(),  
## timestamp = col\_character(),  
## source = col\_character(),  
## text = col\_character(),  
## retweeted\_status\_id = col\_double(),  
## retweeted\_status\_user\_id = col\_double(),  
## retweeted\_status\_timestamp = col\_character(),  
## expanded\_urls = col\_character()  
## )

head(tweets\_dave)

## # A tibble: 6 x 10  
## tweet\_id in\_reply\_to\_stat~ in\_reply\_to\_use~ timestamp source text   
## <dbl> <dbl> <dbl> <chr> <chr> <chr>   
## 1 8.16e17 NA NA 2017-01-~ "<a hre~ RT @Park~  
## 2 8.16e17 NA NA 2017-01-~ "<a hre~ RT @Caus~  
## 3 8.16e17 NA NA 2017-01-~ "<a hre~ RT @hadl~  
## 4 8.16e17 NA NA 2017-01-~ "<a hre~ "RT @the~  
## 5 8.15e17 NA NA 2017-01-~ "<a hre~ RT @elli~  
## 6 8.15e17 8.15e17 3230388598 2016-12-~ "<a hre~ "@dataan~  
## # ... with 4 more variables: retweeted\_status\_id <dbl>,  
## # retweeted\_status\_user\_id <dbl>, retweeted\_status\_timestamp <chr>,  
## # expanded\_urls <chr>

tweets <- bind\_rows(tweets\_julia %>%   
 mutate(person = "Julia"),  
 tweets\_dave %>%   
 mutate(person = "David")) %>%  
 mutate(timestamp = ymd\_hms(timestamp))  
  
ggplot(tweets, aes(x = timestamp, fill = person)) +  
 geom\_histogram(position = "identity", bins = 20, show.legend = FALSE) +  
 facet\_wrap(~person, ncol = 1)

![](data:image/png;base64,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)

David and Julia tweet at about the same rate currently and joined Twitter about a year apart from each other, but there were about 5 years where David was not active on Twitter and Julia was. In total, Julia has about 4 times as many tweets as David.

## 7.2 Word frequencies

Let’s use unnest\_tokens() to make a tidy data frame of all the words in our tweets, and remove the common English stop words. There are certain conventions in how people use text on Twitter, so we will do a bit more owrk with our text here than, for example, we did with the narrative text from Project Gutenberg.

First, we will remove tweets from this dataset that are retweets so that we only have tweets that we wrote ourselves. Next, the mutate() line removes links and cleans our some characters that we don’t want like ampersands and such.

In the call to unnest\_tokens(), we unnest using a regex pattern, instead of just looking for single unigrams (words). This regex pattern is very useful for dealing with Twitter text; it retains hashtags and mentions of usernames with the @ symbol.

Because we have kept these types of symbols in the texzt, we can’t use a simple anti\_join() to remove stop words. Instead, we can take the approach shown in the filter() line that uses str\_detect() from the stringr package.

library(tidytext)

## Warning: package 'tidytext' was built under R version 3.5.1

library(stringr)  
  
replace\_reg <- "https://t.co/[A-Za-z\\d]+|http://[A-Za-z\\d]+|&amp;|&lt;|&gt;|RT|https"  
unnest\_reg <- "([^A-Za-z\_\\d#@']|'(?![A-Za-z\_\\d#@]))"  
  
tweets

## # A tibble: 17,265 x 11  
## tweet\_id in\_reply\_to\_stat~ in\_reply\_to\_use~ timestamp source   
## <dbl> <dbl> <dbl> <dttm> <chr>   
## 1 8.16e17 8.16e17 33559167 2017-01-01 21:48:41 "<a hr~  
## 2 8.16e17 8.16e17 13074042 2017-01-01 21:16:16 "<a hr~  
## 3 8.16e17 8.16e17 13074042 2017-01-01 21:13:45 "<a hr~  
## 4 8.16e17 NA NA 2017-01-01 21:12:15 "<a hr~  
## 5 8.16e17 8.15e17 14173097 2017-01-01 14:21:48 "<a hr~  
## 6 8.15e17 8.15e17 1823987821 2017-01-01 07:08:41 "<a hr~  
## 7 8.15e17 8.15e17 2837127738 2017-01-01 07:08:19 "<a hr~  
## 8 8.15e17 8.15e17 1823987821 2017-01-01 07:06:50 "<a hr~  
## 9 8.15e17 8.15e17 13074042 2017-01-01 07:02:34 "<a hr~  
## 10 8.15e17 8.15e17 13074042 2017-01-01 05:18:59 "<a hr~  
## # ... with 17,255 more rows, and 6 more variables: text <chr>,  
## # retweeted\_status\_id <dbl>, retweeted\_status\_user\_id <dbl>,  
## # retweeted\_status\_timestamp <chr>, expanded\_urls <chr>, person <chr>

# need to find out this formula for tidy data cleaning   
tidy\_tweets <- tweets %>%   
 filter(!str\_detect(text, "^RT")) %>%  
 mutate(text = str\_replace\_all(text, replace\_reg, "")) %>%  
 unnest\_tokens(word, text, token = "regex", pattern = unnest\_reg) %>%  
 filter(!word %in% stop\_words$word,  
 str\_detect(word, "[a-z]"))  
  
tidy\_tweets %>% select(tweet\_id, timestamp,person,word)

## # A tibble: 94,733 x 4  
## tweet\_id timestamp person word   
## <dbl> <dttm> <chr> <chr>   
## 1 678288082 2008-02-05 00:00:00 Julia ron   
## 2 678288082 2008-02-05 00:00:00 Julia paul   
## 3 678288082 2008-02-05 00:00:00 Julia called   
## 4 678288082 2008-02-05 00:00:00 Julia house   
## 5 678288082 2008-02-05 00:00:00 Julia vote   
## 6 678288082 2008-02-05 00:00:00 Julia tomorrow  
## 7 678689892 2008-02-05 00:00:00 Julia browse   
## 8 678689892 2008-02-05 00:00:00 Julia burda   
## 9 678689892 2008-02-05 00:00:00 Julia sewing   
## 10 678689892 2008-02-05 00:00:00 Julia magazine  
## # ... with 94,723 more rows

Now we can calculate word frequencies for each person. First, we group by person and count how many times each person used each word. Then we use left\_join() to add a column of the total number of words used by each person. (This is higher for Julia than David since she has more tweets than David.) Finally, we calculate a frequency for each person and word.

frequency <- tidy\_tweets %>%   
 group\_by(person) %>%   
 count(word,sort=TRUE) %>%   
 left\_join(tidy\_tweets %>%   
 group\_by(person) %>%   
 summarise(total=n())) %>%   
 mutate(freq=n/total)

## Joining, by = "person"

frequency

## # A tibble: 20,736 x 5  
## # Groups: person [2]  
## person word n total freq  
## <chr> <chr> <int> <int> <dbl>  
## 1 Julia time 584 74572 0.00783  
## 2 Julia @selkie1970 570 74572 0.00764  
## 3 Julia @skedman 531 74572 0.00712  
## 4 Julia day 467 74572 0.00626  
## 5 Julia baby 408 74572 0.00547  
## 6 David @hadleywickham 315 20161 0.0156   
## 7 Julia love 304 74572 0.00408  
## 8 Julia @haleynburke 299 74572 0.00401  
## 9 Julia house 289 74572 0.00388  
## 10 Julia morning 278 74572 0.00373  
## # ... with 20,726 more rows

This is a nice and tidy data frame but we would actually like to plot those frequencies on the x- and y-axes of a plot, so we will need to use spread() from tidyr make a differently shaped data frame.

library(tidyr)  
  
frequency <- frequency %>%   
 select(person,word,freq) %>%   
 spread(person,freq) %>%   
 arrange(Julia,David) %>%   
  
frequency

Now this is ready for us to plot. Let’s use geom\_jitter() so that we don’t see the discreteness at the low end of frequency as much, and check\_overlap = TRUE so the text labels don’t all print out on top of each other (only some will print).

library(scales)

##   
## Attaching package: 'scales'

## The following object is masked from 'package:readr':  
##   
## col\_factor

library(ggplot2)  
  
frequency

## [1] 1

# ggplot(frequency, aes(Julia, David)) +  
# geom\_jitter(alpha = 0.1, size = 2.5, width = 0.25, height = 0.25) +  
# geom\_text(aes(label = word), check\_overlap = TRUE, vjust = 1.5) +  
# scale\_x\_log10(labels = percent\_format()) +  
# scale\_y\_log10(labels = percent\_format()) +  
# geom\_abline(color = "red")

Words near the line in Figure 7.2 are used with about equal frequencies by David and Julia, while words far away from the line are used much more by one person compared to the other. Words, hashtags, and usernames that appear in this plot are ones that we have both used at least once in tweets.

This may not even need to be pointed out, but David and Julia have used their Twitter accounts rather differently over the course of the past several years. David has used his Twitter account almost exclusively for professional purposes since he became more active, while Julia used it for entirely personal purposes until late 2015 and still uses it more personally than David. We see these differences immediately in this plot exploring word frequencies, and they will continue to be obvious in the rest of this chapter.

## 7.3 Comparing word usage

We just made a plot comparing raw word frequencies over our whole Twitter histories; now let’s find which words are more or less likely to come from each person’s account using **the log odds** ratio. First, let’s restrict the analysis moving forward to tweets from David and Julia sent during 2016. David was consistently active on Twitter for all of 2016 and this was about when Julia transitioned into data science as a career.

tidy\_tweets <- tidy\_tweets %>%   
 filter(timestamp >= as.Date("2016-01-01"),  
 timestamp <=as.Date("2017-01-01"))  
  
tidy\_tweets%>% select(tweet\_id, timestamp,person,word)

## # A tibble: 25,908 x 4  
## tweet\_id timestamp person word   
## <dbl> <dttm> <chr> <chr>   
## 1 6.83e17 2016-01-01 21:50:14 Julia blue   
## 2 6.83e17 2016-01-01 21:50:14 Julia castle   
## 3 6.83e17 2016-01-01 21:50:14 Julia montgomery  
## 4 6.83e17 2016-01-01 21:50:14 Julia rating   
## 5 6.83e17 2016-01-01 21:50:14 Julia stars   
## 6 6.83e17 2016-01-01 21:50:14 Julia read   
## 7 6.83e17 2016-01-01 21:50:14 Julia suspicion   
## 8 6.83e17 2016-01-01 21:51:53 David @quominus   
## 9 6.83e17 2016-01-01 21:51:53 David im   
## 10 6.83e17 2016-01-02 06:16:15 Julia watched   
## # ... with 25,898 more rows

Next, let’s use str\_detect() to remove Twitter usernames from the word column, because otherwise, the results here are dominated only by people who Julia or David know and the other does not. After removing these, we count how many times each person uses each word and keep only the words used more than 10 times. After a spread() operation, we can calculate the log odds ratio for each word, using

where *n* is the number of times the word in question is used by each person and the total indicates the total words for each person.

library(magrittr)

##   
## Attaching package: 'magrittr'

## The following object is masked from 'package:tidyr':  
##   
## extract

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.5.1

## -- Attaching packages --------------------------------------- tidyverse 1.2.1 --

## √ tibble 1.4.2 √ purrr 0.2.5  
## √ tibble 1.4.2 √ forcats 0.3.0

## Warning: package 'purrr' was built under R version 3.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x lubridate::as.difftime() masks base::as.difftime()  
## x scales::col\_factor() masks readr::col\_factor()  
## x lubridate::date() masks base::date()  
## x purrr::discard() masks scales::discard()  
## x magrittr::extract() masks tidyr::extract()  
## x dplyr::filter() masks stats::filter()  
## x lubridate::intersect() masks base::intersect()  
## x dplyr::lag() masks stats::lag()  
## x purrr::set\_names() masks magrittr::set\_names()  
## x lubridate::setdiff() masks base::setdiff()  
## x lubridate::union() masks base::union()

word\_ratios <- tidy\_tweets %>%   
 filter(!str\_detect(word,"^@")) %>%   
 count(word,person) %>%   
 filter(sum(n)>=10) %>%   
 ungroup() %>%   
 spread(person,n,fill=0) %>%   
 mutate\_if(is.numeric,funs((.+1)/sum(.+1))) %>%   
 mutate(logratio=log(David/Julia)) %>%   
 arrange(desc(logratio))

What are some words that have been about equally likely to come from David or Julia’s account during 2016?

word\_ratios %>%   
 arrange(abs(logratio))

## # A tibble: 6,688 x 4  
## word David Julia logratio  
## <chr> <dbl> <dbl> <dbl>  
## 1 idea 0.00129 0.00133 -0.0245  
## 2 map 0.000619 0.000603 0.0263  
## 3 science 0.00152 0.00157 -0.0313  
## 4 email 0.000563 0.000543 0.0364  
## 5 file 0.000563 0.000543 0.0364  
## 6 names 0.00101 0.000965 0.0488  
## 7 account 0.000450 0.000422 0.0645  
## 8 api 0.000450 0.000422 0.0645  
## 9 function 0.000900 0.000844 0.0645  
## 10 population 0.000450 0.000422 0.0645  
## # ... with 6,678 more rows

We are about equally likelt to tweer about maps, email, APIs, and functions.

Which words are most likely to be from Julia’s account or from David’s account? Let’s just take the top 15 most distinctive words fro each account and plot them in Figure 7.3.

word\_ratios %>%   
 group\_by(logratio <0) %>%   
 top\_n(15,abs(logratio)) %>%   
 ungroup() %>%   
 mutate(word=reorder(word,logratio)) %>%   
 ggplot(aes(word,logratio,fill=logratio<0))+  
 geom\_col(show.legend = F)+  
 coord\_flip()+  
 ylab("log odds ratio (David/Julia")+  
 scale\_fill\_discrete(name="",labels=c("David","Julia"))
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So David has tweeted about specific conferences he has gone to, genes, Stack Overflow, and matrices while Julia tweeted about Utah, physics, Census data, Christmas, and her family.

## 7.4 Changes in word use

The section above looked at overall word use, but now let’s ask a different question. Which words’ frequencies have changed the fastest in our Twitter feeds? Or to state this another way, which words have we tweeted about at a higher or lower rate as time has passed? To do this, we will define a new time variable in the data frame that defines which unit of time each tweet was posted in. We can use floor\_date() from lubridate to do this, with a unit of our choosing; using 1 month seems to work well for this year of tweets from both of us.

After we have the time bins defined, we count how many times each of us used each word in each time bin. After that, we add columns to the data frame for the total number of words used in each time bin by each person and the total number of times each word was used by each person. We can then filter() to only keep words used at least some minimum number of times (30, in this case).

library(lubridate)  
  
words\_by\_time <- tidy\_tweets %>%   
 filter(!str\_detect(word,"^@")) %>%   
 mutate(time\_floor=floor\_date(timestamp,unit="1 month")) %>%   
 count(time\_floor,person,word) %>%   
 ungroup() %>%   
 group\_by(person,time\_floor) %>%   
 mutate(time\_total=sum(n)) %>%   
 group\_by(word) %>%   
 mutate(word\_total=sum(n)) %>%   
 ungroup() %>%   
 rename(count=n) %>%   
 filter(word\_total>30)  
  
words\_by\_time

## # A tibble: 970 x 6  
## time\_floor person word count time\_total word\_total  
## <dttm> <chr> <chr> <int> <int> <int>  
## 1 2016-01-01 00:00:00 David #rstats 2 307 324  
## 2 2016-01-01 00:00:00 David bad 1 307 33  
## 3 2016-01-01 00:00:00 David bit 2 307 45  
## 4 2016-01-01 00:00:00 David blog 1 307 60  
## 5 2016-01-01 00:00:00 David broom 2 307 41  
## 6 2016-01-01 00:00:00 David call 2 307 31  
## 7 2016-01-01 00:00:00 David check 1 307 42  
## 8 2016-01-01 00:00:00 David code 3 307 49  
## 9 2016-01-01 00:00:00 David data 2 307 276  
## 10 2016-01-01 00:00:00 David day 2 307 65  
## # ... with 960 more rows

Each row in this data frame corresponds to one person using one word in a given time bin. The count column tells us how many times that person used that word in that time bin, the time\_total column tells us how many words that person used during that time bin, and the word\_total column tells us how many times that person used that word over the whole year. This is the data set we can use for modeling.

We can use nest() from tidyr to make a data frame with a list column that contains little miniature data frames for each word. Let’s do that now nad take a look at the resulting structure.

nested\_data <- words\_by\_time %>%   
 nest(-word,-person)  
nested\_data

## # A tibble: 112 x 3  
## person word data   
## <chr> <chr> <list>   
## 1 David #rstats <tibble [12 x 4]>  
## 2 David bad <tibble [9 x 4]>   
## 3 David bit <tibble [10 x 4]>  
## 4 David blog <tibble [12 x 4]>  
## 5 David broom <tibble [10 x 4]>  
## 6 David call <tibble [9 x 4]>   
## 7 David check <tibble [12 x 4]>  
## 8 David code <tibble [10 x 4]>  
## 9 David data <tibble [12 x 4]>  
## 10 David day <tibble [8 x 4]>   
## # ... with 102 more rows

## # A tibble: 112 x 3  
## person word data   
## <chr> <chr> <list>   
## 1 David #rstats <tibble [12 × 4]>  
## 2 David bad <tibble [9 × 4]>   
## 3 David bit <tibble [10 × 4]>  
## 4 David blog <tibble [12 × 4]>  
## 5 David broom <tibble [10 × 4]>  
## 6 David call <tibble [9 × 4]>   
## 7 David check <tibble [12 × 4]>  
## 8 David code <tibble [10 × 4]>  
## 9 David data <tibble [12 × 4]>  
## 10 David day <tibble [8 × 4]>   
## # ... with 102 more rows

This data frame has one row for each person-word combination; the data column is a list column that contains data frames, one for each combination of person and word. Let’s use map() from the **purrr** library to apply our modeling procedure to each of those little data frames inside our big data frame. This is count data so let’s use glm() with family = "binomial" for modeling.

library(purrr)  
  
nested\_models <- nested\_data %>%   
 mutate(models=map(data,~glm(cbind(count,time\_total)~  
 time\_floor,.,family="binomial")))  
nested\_models

## # A tibble: 112 x 4  
## person word data models   
## <chr> <chr> <list> <list>   
## 1 David #rstats <tibble [12 x 4]> <S3: glm>  
## 2 David bad <tibble [9 x 4]> <S3: glm>  
## 3 David bit <tibble [10 x 4]> <S3: glm>  
## 4 David blog <tibble [12 x 4]> <S3: glm>  
## 5 David broom <tibble [10 x 4]> <S3: glm>  
## 6 David call <tibble [9 x 4]> <S3: glm>  
## 7 David check <tibble [12 x 4]> <S3: glm>  
## 8 David code <tibble [10 x 4]> <S3: glm>  
## 9 David data <tibble [12 x 4]> <S3: glm>  
## 10 David day <tibble [8 x 4]> <S3: glm>  
## # ... with 102 more rows

Now notice that we have a new column for the modeling results; it is another list column and contains glm objects. The next step is to use map() and tidy() from the **broom** package to pull out the slopes for each of these models and find the important ones. We are comparing many slopes here and some of them are not statistically significant, so let’s apply an adjustment to the p-values for multiple comparisons.

library(broom)

## Warning: package 'broom' was built under R version 3.5.1

library(tidytext)  
  
slopes <- nested\_models %>%   
 unnest(map(models,tidy)) %>%   
 filter(term=="time\_floor") %>%   
 mutate(adjusted.p.value=p.adjust(p.value))

Now let’s find the most important slopes. Which words have changed in frequency at a moderately significant level in our tweets?

slopes

## # A tibble: 111 x 8  
## person word term estimate std.error statistic p.value  
## <chr> <chr> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 David #rstats time\_floor -4.95e-9 0.00000000828 -0.598 0.550   
## 2 David bad time\_floor -2.92e-8 0.0000000291 -1.00 0.316   
## 3 David bit time\_floor 1.47e-8 0.0000000275 0.534 0.593   
## 4 David blog time\_floor -2.97e-8 0.0000000229 -1.30 0.194   
## 5 David broom time\_floor -2.04e-8 0.0000000187 -1.09 0.276   
## 6 David call time\_floor -4.71e-8 0.0000000290 -1.63 0.104   
## 7 David check time\_floor -1.06e-8 0.0000000236 -0.446 0.655   
## 8 David code time\_floor -9.51e-9 0.0000000219 -0.433 0.665   
## 9 David data time\_floor 1.99e-8 0.00000000948 2.10 0.0359  
## 10 David day time\_floor -1.39e-8 0.0000000259 -0.538 0.591   
## # ... with 101 more rows, and 1 more variable: adjusted.p.value <dbl>

top\_slopes <- slopes %>%   
 filter(adjusted.p.value<0.1)  
top\_slopes

## # A tibble: 6 x 8  
## person word term estimate std.error statistic p.value adjusted.p.value  
## <chr> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 David ggpl~ time~ -8.26e-8 1.97e-8 -4.20 2.72e-5 0.00300   
## 2 Julia #rst~ time~ -4.50e-8 1.12e-8 -4.02 5.93e-5 0.00647   
## 3 Julia post time~ -4.82e-8 1.45e-8 -3.31 9.23e-4 0.0978   
## 4 Julia read time~ -9.33e-8 2.54e-8 -3.67 2.44e-4 0.0263   
## 5 David stack time~ 8.04e-8 2.19e-8 3.67 2.46e-4 0.0263   
## 6 David #use~ time~ -8.18e-7 1.55e-7 -5.27 1.33e-7 0.0000148

To visualize our results, we can plot these words’ use for both David and Julia over this year of tweets.

words\_by\_time %>%   
 inner\_join(top\_slopes,by=c("word","person")) %>%   
 filter(person=="David") %>%   
 ggplot(aes(time\_floor,count/time\_total,color=word))+  
 geom\_line(size=1.3)+  
 labs(x=NULL,y="Word frequency")
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We see in Figure 7.4 that David tweeted a lot about the UseR conference while he was there and then quickly stopped. He has tweeted more about Stack Overflow toward the end of the year and less about ggplot2 as the year has progressed.

Now let’s plot words that have changed frequency in Julia’s tweets in Figure 7.5.

words\_by\_time %>%   
 inner\_join(top\_slopes,by=c("word","person")) %>%   
 filter(person=="Julia") %>%   
 ggplot(aes(time\_floor,count/time\_total,color=word))+  
 geom\_line(size=1.3)+  
 labs(x=NULL,y="Word frequency")
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All the significant slopes for Julia are negative. This means she has not tweeted at a higher rate using any specific words, but instead using a variety of different words; her tweets earlier in the year contained the words shown in this plot at higher proportions. Words she uses when publicizing a new blog post like the #rstats hashtag and “post” have gone down in frequency, and she has tweeted less about reading.

## 7.5 Favorites and retweets

Another important characteristic of tweets is how many times they are favorited or retweeted. Let’s explore which words are more likely to be retweeted or favorited for Julia’s and David’s tweets. When a user downloads their own Twitter archive, favorites and retweets are not included, so we constructed another dataset of the authors’ tweets that includes this information. We accessed our own tweets via the Twitter API and downloaded about 3200 tweets for each person. In both cases, that is about the last 18 months worth of Twitter activity. This corresponds to a period of increasing activity and increasing numbers of followers for both of us.

library(tidyverse)  
library(tidytext)  
library(lubridate)  
  
# data load  
tweets\_julia <- read\_csv("C:/Users/kojikm.mizumura/Desktop/Data Science/Text Mining with R/II. Case Study/Data/juliasilge\_tweets.csv")

## Parsed with column specification:  
## cols(  
## id = col\_double(),  
## created\_at = col\_datetime(format = ""),  
## source = col\_character(),  
## retweets = col\_integer(),  
## favorites = col\_integer(),  
## text = col\_character()  
## )

tweets\_dave <- read\_csv("C:/Users/kojikm.mizumura/Desktop/Data Science/Text Mining with R/II. Case Study/Data/drob\_tweets.csv")

## Parsed with column specification:  
## cols(  
## id = col\_double(),  
## created\_at = col\_datetime(format = ""),  
## source = col\_character(),  
## retweets = col\_integer(),  
## favorites = col\_integer(),  
## text = col\_character()  
## )

# data merge  
tweets <- bind\_rows(tweets\_julia %>%   
 mutate(person="Julia"),  
 tweets\_dave %>%   
 mutate(person="David")) %>%   
 mutate(created\_at=ymd\_hms(created\_at))

Now that we have this second, smaller set of only recent tweets, let’s use unnest\_tokens() to transform these tweets to a tidy data set. Let’s remove all retweets and replies from this data set so we only look at regular tweets that David and Julia have posted directly.

tidy\_tweets <- tweets %>%   
 filter(!str\_detect(text, "^(RT|@)")) %>%  
 mutate(text = str\_replace\_all(text, replace\_reg, "")) %>%  
 unnest\_tokens(word, text, token = "regex", pattern = unnest\_reg) %>%  
 anti\_join(stop\_words)

## Joining, by = "word"

tidy\_tweets

## # A tibble: 11,078 x 7  
## id created\_at source retweets favorites person word   
## <dbl> <dttm> <chr> <int> <int> <chr> <chr>   
## 1 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia violet  
## 2 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia hubble  
## 3 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia space   
## 4 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia teles~  
## 5 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia kinde~  
## 6 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia week   
## 7 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia pretty  
## 8 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia happy   
## 9 5.94e17 2015-05-01 02:49:02 Twitter f~ 0 0 Julia life   
## 10 5.94e17 2015-05-01 02:49:02 Twitter f~ 0 0 Julia pee   
## # ... with 11,068 more rows

To start with, let’s look at the number of times each of our tweets was retweeted. Let’s find the total number of retweets for each person.

tidy\_tweets

## # A tibble: 11,078 x 7  
## id created\_at source retweets favorites person word   
## <dbl> <dttm> <chr> <int> <int> <chr> <chr>   
## 1 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia violet  
## 2 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia hubble  
## 3 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia space   
## 4 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia teles~  
## 5 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia kinde~  
## 6 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia week   
## 7 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia pretty  
## 8 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia happy   
## 9 5.94e17 2015-05-01 02:49:02 Twitter f~ 0 0 Julia life   
## 10 5.94e17 2015-05-01 02:49:02 Twitter f~ 0 0 Julia pee   
## # ... with 11,068 more rows

totals <- tidy\_tweets %>%   
 group\_by(person,id) %>%   
 summarise(rts=sum(retweets)) %>%   
 group\_by(person) %>%   
 summarise(total\_rts=sum(rts))  
totals

## # A tibble: 2 x 2  
## person total\_rts  
## <chr> <int>  
## 1 David 110171  
## 2 Julia 12701

Now let’s find the median number of retweets for each word and person. We probably want to count each tweet/word combination only once, so we will use group\_by() and summarise() twice, one right after the other. The first summarise() statement counts how many times each word was retweeted, for each tweet and person. In the second summarise() statement, we can find the median retweets for each person and word, also count the number of times each word was used ever by each person and keep that in uses. Next, we can join this to the data frame of retweet totals. Let’s filter() to only keep words mentioned at least 5 times.

library(magrittr)  
library(tidyverse)  
  
tidy\_tweets

## # A tibble: 11,078 x 7  
## id created\_at source retweets favorites person word   
## <dbl> <dttm> <chr> <int> <int> <chr> <chr>   
## 1 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia violet  
## 2 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia hubble  
## 3 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia space   
## 4 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia teles~  
## 5 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia kinde~  
## 6 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia week   
## 7 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia pretty  
## 8 5.94e17 2015-05-01 01:57:38 Instagram 0 0 Julia happy   
## 9 5.94e17 2015-05-01 02:49:02 Twitter f~ 0 0 Julia life   
## 10 5.94e17 2015-05-01 02:49:02 Twitter f~ 0 0 Julia pee   
## # ... with 11,068 more rows

word\_by\_rts <- tidy\_tweets %>%   
 group\_by(id, word, person) %>%   
 summarise(rts = first(retweets)) %>%   
 group\_by(person, word) %>%   
 summarise(retweets = median(rts), uses = n()) %>%  
 left\_join(totals) %>%  
 filter(retweets != 0) %>%  
 ungroup()

## Joining, by = "person"

word\_by\_rts %>%   
 filter(uses >= 5) %>%  
 arrange(desc(retweets))

## # A tibble: 178 x 5  
## person word retweets uses total\_rts  
## <chr> <chr> <dbl> <int> <int>  
## 1 David animation 85 5 110171  
## 2 David download 52 5 110171  
## 3 David start 51 7 110171  
## 4 Julia tidytext 50 7 12701  
## 5 David gganimate 45 8 110171  
## 6 David introducing 45 6 110171  
## 7 David understanding 37 6 110171  
## 8 David 0 35 7 110171  
## 9 David error 34.5 8 110171  
## 10 David bayesian 34 7 110171  
## # ... with 168 more rows

At the top of this sorted data frame, we see tweets from Julia and David about packages that they work on, like gutenbergr, gganimate, and tidytext. Let’s plot the words that have the highest median retweets for each of our accounts (Figure 7.6)

word\_by\_rts %>%  
 filter(uses >= 5) %>%  
 group\_by(person) %>%  
 top\_n(10, retweets) %>%  
 arrange(retweets) %>%  
 ungroup() %>%  
 mutate(word = factor(word, unique(word))) %>%  
 ungroup() %>%  
 ggplot(aes(word, retweets, fill = person)) +  
 geom\_col(show.legend = FALSE) +  
 facet\_wrap(~ person, scales = "free", ncol = 2) +  
 coord\_flip() +  
 labs(x = NULL,   
 y = "Median # of retweets for tweets containing each word")
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We see lots of word about R packages, including tidytext, a package about which you are reading right now! The “0” for David comes from tweets where he mentions version numbers of packages, like “broom 0.4.0” or similar.

We can follow a similar procedure to see which words led to more favorites. Are they different than the words that lead to more retweets?

totals <- tidy\_tweets %>%   
 group\_by(person, id) %>%   
 summarise(favs = sum(favorites)) %>%   
 group\_by(person) %>%   
 summarise(total\_favs = sum(favs))  
  
word\_by\_favs <- tidy\_tweets %>%   
 group\_by(id, word, person) %>%   
 summarise(favs = first(favorites)) %>%   
 group\_by(person, word) %>%   
 summarise(favorites = median(favs), uses = n()) %>%  
 left\_join(totals) %>%  
 filter(favorites != 0) %>%  
 ungroup()

## Joining, by = "person"

We have bult the data frames we need. Now let’s make our visualization in the following figure.

word\_by\_favs %>%  
 filter(uses >= 5) %>%  
 group\_by(person) %>%  
 top\_n(10, favorites) %>%  
 arrange(favorites) %>%  
 ungroup() %>%  
 mutate(word = factor(word, unique(word))) %>%  
 ungroup() %>%  
 ggplot(aes(word, favorites, fill = person)) +  
 geom\_col(show.legend = FALSE) +  
 facet\_wrap(~ person, scales = "free", ncol = 2) +  
 coord\_flip() +  
 labs(x = NULL,   
 y = "Median # of favorites for tweets containing each word")
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We see some minor differences between Figures 7.6 and 7.7, especially near the bottom of the top 10 list, but these are largely the same words as for retweets. In general, the same words that lead to retweets lead to favorites. A prominent word for Julia in both plots is the hashtag for the NASA Datanauts program that she has participated in; read on to Chapter 8 to learn more about NASA data and what we can learn from text analysis of NASA datasets.

## 7.6 Summary

This chapter was our first case study, a beginning-to-end analysis that demonstrates how to bring together the concepts and code we have been exploring in a cohesive way to understand a text data set. Comparing word frequencies allows us to see which words we tweeted more and less frequently, and the log odds ratio shows us which words are more likely to be tweeted from each of our accounts. We can use nest() and map() with the glm() function to find which words we have tweeted at higher and lower rates as time has passed. Finally, we can find which words in our tweets led to higher numbers of retweets and favorites. All of these are examples of approaches to measure how we use words in similar and different ways and how the characteristics of our tweets are changing or compare with each other. These are flexible approaches to text mining that can be applied to other types of text as well.

# Chaoter 8: Case Study mining NASA metadata

There are over 32,000 datasets hosted and/or maintained by NASA; these datasets cover topics from Earth science to aerospace engineering to management of NASA itself. We can use the metadata for these datasets to understand the connections between them. <https://www.nasa.gov/>

The metadata includes information like the title of the dataset, a description filed, what organization(s) within NASA is responsible for the dataset, keywords for the dataset that have been assigned by a human being, and so forth.

NASA places a high priority on making its data open and accessible, even requiring all NASA-funded research to be openly accessible online. The metadata for all its datasets is publicly available online in JSON format. <https://www.nasa.gov/press-release/nasa-unveils-new-public-web-portal-for-research-results> <https://data.nasa.gov/data.json>

In this chapter, we will treat the NASA metadata as a text dataset and show how to implement several tidy text approaches with this real-life text. We will use word co-occurrences and correlations, tf-idf, and topic modeling to explore the connections between the datasets. Can we find datasets that are related to each other? Can we find clusters of similar datasets? Since we have several text fields in the NASA metadata, most importantly the title, description, and keyword fields, we can explore the connections between the fields to better understand the complex world of data at NASA. This type of approach can be extended to any domain that deals with text, so let’s take a look at this metadata and get started.

txt\_jp <- "羽鳥来日にあわせて猛者が次々に集結したという感じ"  
txt\_jp

## [1] "羽鳥来日にあわせて猛者が次々に集結したという感じ"

quanteda::tokens(txt\_jp)

## tokens from 1 document.  
## text1 :  
## [1] "羽鳥" "来日" "に" "あわせて" "猛者" "が"   
## [7] "次々に" "集結" "した" "という" "感じ"

## 8.1 How data is organized at NASA

First, let’s download the JASON file and take a look at the names of what is stored in the metadata.

# install.packages("jsonlite")  
library(jsonlite)

## Warning: package 'jsonlite' was built under R version 3.5.1

##   
## Attaching package: 'jsonlite'

## The following object is masked from 'package:purrr':  
##   
## flatten

# Json file download does not work with fromJson() function  
# metadata <- fromJSON("https://data.nasa.gov/data.jason")  
# https://github.com/nasa/data.nasa.gov/tree/master/js  
  
metadata <- fromJSON("C:/Users/kojikm.mizumura/Desktop/Data Science/Text Mining with R/data1.json")  
  
names(metadata$dataset)

## [1] "@type" "accessLevel" "accrualPeriodicity"  
## [4] "bureauCode" "contactPoint" "description"   
## [7] "distribution" "identifier" "issued"   
## [10] "keyword" "landingPage" "language"   
## [13] "modified" "programCode" "publisher"   
## [16] "title" "license" "\_id"   
## [19] "spatial" "temporal" "theme"   
## [22] "references" "rights" "describedBy"

We see here that we could extract information from who publishes each dataset to what license they are released under.

It seems likely that the title, description, and keywords for each dataset may be most fruitful for drawing connections between datasets. Let’s check them out.

class(metadata$dataset$title)

## [1] "character"

class(metadata$dataset$description)

## [1] "character"

class(metadata$dataset$keyword)

## [1] "list"

The title and description fields are stored as character vectors, but the keywords are stored as a list of character vectors.

### 8.1.1 Wrangling and tidying the data

Let’s set up separate tidy data frames for title, description, and keyword, keeping the dataset ids fro each so that we can connect them later in the analaysis if necessary.

library(dplyr)  
  
nasa\_title <- data\_frame(id=metadata$dataset$`\_id`$`$oid`,title=metadata$dataset$title)  
nasa\_title

## # A tibble: 42,966 x 2  
## id title   
## <chr> <chr>   
## 1 <NA> Global Landslide Catalog Export   
## 2 <NA> The NASA Air Traffic Management Ontology (atm~  
## 3 55942a57c63a7fe59b495a78 15 Minute Stream Flow Data: USGS (FIFE)   
## 4 55942a58c63a7fe59b495a79 15 Minute Stream Flow Data: USGS (FIFE)   
## 5 55942a58c63a7fe59b495a7b 2000 Pilot Environmental Sustainability Index~  
## 6 55942a58c63a7fe59b495a7c 2000 Pilot Environmental Sustainability Index~  
## 7 55942a58c63a7fe59b495a7e 2001 Environmental Sustainability Index (ESI)   
## 8 55942a58c63a7fe59b495a7f 2001 Environmental Sustainability Index (ESI)   
## 9 55942a58c63a7fe59b495a80 2001 Environmental Sustainability Index (ESI)   
## 10 55942a58c63a7fe59b495a82 2002 Environmental Sustainability Index (ESI)   
## # ... with 42,956 more rows

These are just a few example titles from the dataset we will be exploring. Notice that we have the NASA-assigned ids here, and also that there are duplicate titles on separate datasets.

nasa\_desc <- data\_frame(id=metadata$dataset$`\_id`$`$oid`,  
 desc=metadata$dataset$description)  
  
nasa\_desc %>%   
 select(desc) %>%   
 sample\_n(5)

## # A tibble: 5 x 1  
## desc   
## <chr>   
## 1 This dataset is part of the collection of Special Sensor Microwave/Imag~  
## 2 An Innovative Method of NOX Reduction Through Fuel Additives for the UE~  
## 3 "MODIS (or Moderate Resolution Imaging Spectroradiometer) is a key inst~  
## 4 "This data set consists of a southern Africa subset of the Global Histo~  
## 5 "MODIS (or Moderate Resolution Imaging Spectroradiometer) is a key inst~

Here we see the first part of several selected description fields from the metadata.

Now we can build the tidy data frame for the keywords. For this one, we need to use unnest() from tidyr, because they are in a list-column.

library(tidyr)  
nasa\_keyword <- data\_frame(id=metadata$dataset$`\_id`$`$oid`,  
 keyword=metadata$dataset$keyword) %>%   
 unnest(keyword)  
nasa\_keyword

## # A tibble: 180,626 x 2  
## id keyword   
## <chr> <chr>   
## 1 <NA> landslide   
## 2 <NA> hazards   
## 3 <NA> mudslide   
## 4 <NA> earth   
## 5 <NA> citizen science   
## 6 <NA> airspace   
## 7 <NA> aerospace   
## 8 <NA> ontology   
## 9 <NA> atm   
## 10 <NA> air traffic management  
## # ... with 180,616 more rows

This is a tidy data frame because we have one row each keyword; this means we will have multiple rows for each dataset bevcause a dataset can have more than one keyword.

Now it is a time to use tidytext’s unnest\_tokens() for the title and description fileds so we can do the text analysis. Let’s also remove stop words from the titles and descriptions. We will not remove stop words from the keywords, because those are short, human-assigned keywords like “RADIATION” or “CLIMATE INDICATORS”